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Discuss the problem domain for your project. What is it, and why is it important? Be specific.

PolyPong is a multiplayer online game that recreates the original Pong game with modern technology and the ability for multiple players in different locations to connect and play the game online. No software download or installation is required – all you have to do is visit PolyPong.ca. Our game was built from the ground up with connection and fun in mind. While PolyPong is similar to the original Pong in terms of gameplay, we have added eleven powerups, many different coloured paddles and a global leaderboard to enhance our game as well. Users can play as a guest, or they can register and unlock the ability to earn XP, to earn different coloured paddles and to participate in the global leaderboard ranking PolyPong players from all around the world. With a clear understanding of what our game is and isn’t, the problem domain of the game becomes easier to analyze. PolyPong resides at the intersection of three different domains: gaming, distributed systems (real-time synchronization across geographically separate clients) and online social experiences.

The first and most obvious domain which PolyPong belongs to is gaming. Gaming is an incredibly important domain in its own right, with video games generating an astonishing US$134.9 billion annually worldwide in 2018.[1] Games are important because they take us out of the mundanity of everyday life through the power of play and fun, opening up new worlds for us to explore and discover. Games exist for players to play and enjoy; as a result, one of the most important non-functional requirements for PolyPong is that it is fun. The core game mechanics need to be solid: paddle movement should be responsive and speedy; gameplay should be quick and easy without being too fast or overwhelming. It is hard to capture the essence of fun in words – you simply know it when you pick up a game and are enjoying it. What is tremendously interesting is that fun is not created equal – what some enjoy, others find to be toil or work, and what still others enjoy, some find to be too simplistic or easy. It was definitely a challenge to make PolyPong fun to play, and without shaped paddles, we did find gameplay could become repetitive, especially in a 2 player setting where there are no real challenging angles and so the only challenge is the speed of the ball. We did our best to make PolyPong fun by adding a sense of progression to the game (through XP, leaderboards and unlocking different paddle colors) and by adding novelty through the form of powerups, so that no two games are ever alike.

The second problem domain for PolyPong can be seen by viewing PolyPong as a distributed system, with the server at the heart of the system and each client representing one node of the system. Since PolyPong is a real-time game, the clients must all be relatively in sync in order for the game to be enjoyable to play. Since paddle movement, collision detection and game over handling is done individually on each client, time synchronization is another difficulty we faced. Latency places a big role in this – the greater the latency, the more out of sync the game can become. Time synchronization is important with PolyPong so that each player is viewing and playing a game that is very similar, if not identical, to their fellow players. This places PolyPong within the domain of distributed, synchronized systems that work even when the clients/nodes are not geographically close to each other. This is a tremendously important problem domain because distributed systems are becoming increasingly common and they allow for us to make use of all available resources. Today, more people own a computer with an internet connection, a decent processor and a reasonable amount of storage than ever before. As more of these devices are bought, the amount of computing power in the world is steadily increasing and being able to tap into unused compute resources (through distributed systems) can allow us to make progress on a number of hard problems which require extensive compute power (such as weather forecasting, protein folding or any computationally hard/big data problems which can be broken up and parallelized). While PolyPong is not an intensive game to run, it does embody some of the principles associated with distributed systems, and also with synchronizing these systems in real time. For example, PolyPong offloads a great deal of work from the server to each individual client (including paddle movement, collision detection and game over detection and handling). In fact, PolyPong’s server largely exists to maintain an “authoritative state” of the game and to handle any update messages from one client that need to be broadcast to the other clients connected to the game on the server. Each client embodies the principle of horizontal scalability (since computing happens independently on each node), while the server facilities all communication between the clients to ensure that the clients are synchronized in time across geographic distance.

The last domain which PolyPong resides within, which is closely tied to the first two domains, is online social experiences. As technology has improved over time, fast, low latency internet combined with high-speed processors and abundant memory has ushered in an era of online spaces where people can come together and have virtual experiences in a shared, online space. This has been a noticeable trend for some time, but with the advent of Covid-19, the importance of having online shared spaces has become abundantly clear. These sorts of online spaces have replaced the parks and coffee shops for the next generation and provide social interaction to help foster connection between individuals. On a large scale, examples of this could include Fortnite [2] (the recently added Party Royale mode is an excellent example of an online social space [3]), custom Minecraft servers, Animal Crossing [4], or even Club Penguin (which was one of the first commercially successful online social spaces where friends could hang out, chat and play minigames [5]). Online multiplayer video games have increasingly become recognized as social spaces as well. [6] While PolyPong does not achieve anywhere near the size and scope of the previously mentioned games, it does fall within an identical domain: friends, or even strangers, who are separated in distance and potentially even time zones, coming together to share an online experience. The major challenge within this domain remains creating an experience that people can enjoy while physically separate but online together. This domain remains an interesting and important space; the development of VR and AR, similar to the OASIS in Ready Player One, also appears to be heading in the direction of online, shared social spaces. For evidence, one needs not look further than two of the biggest names in tech: Microsoft is building Microsoft Mesh, which provides social spaces people can interact within (but more as an enterprise-targeted offering, probably due to the $US 3500 price of the HoloLens 2) [7], while Facebook remains focused on developing Facebook Horizon, which provides spaces for friends to hang out within but also allows for users to create their own custom environments using 3D shapes and templates. [8] PolyPong represents an entrant into this domain because our game is designed to be played with friends online, letting players share time and a unique experience with friends.

Discuss existing solutions. What products are already in the market in this domain, and what features do they offer?

In terms of Pong as its own domain, a number of other versions exist online or as downloadable apps, but none that I was able to find replicate our exact functionality. Some of the more interesting ones include:

* <https://pong-2.com>: An online version of Pong with single player (against a computer controlled opponent), multiplayer (two users on the same device) and online multiplayer (two users on different devices). This version only supports up to two users and does not have powerups, accounts/XP/skins, or any leaderboard functionality.
* <https://playpong.net>: Contains 9 different versions of Pong, all of which are single player against a computer opponent, or two users on the same device playing together (no online multiplayer). None of these versions support more than two users and none have powerups, accounts/XP/skins, or any leaderboard functionality.
* <https://github.com/SourKream/PingPong>: Online multiplayer with 2 players only, but you need to install Java and specify your friend’s IP address (as opposed to it being hosted on a website with no software installation required). This version only supports up to two users and does not have powerups, accounts/XP/skins, or any leaderboard functionality.

While these are just three examples, Pong is video game cannon and hence many, many programmers have written their own versions of it at some point in their career. I was unable to find any version that supports more than four players in an online multiplayer mode (ours currently supports at least 12 players simultaneously). Many versions have implemented two player online mode, some even have powerups that are different from ours, but I was not able to find any with the ability to create an account, much less with an XP/Leaderboard/Skins system (which gives players a sense of progression). One feature that other games had which would be nice to implement is computer-controlled opponents so that if you had four friends but you all wanted to earn more XP, you could just add in 5 or even 8 computer controlled opponents and then start playing. We also wanted to implement a labelling system (so that you could see the usernames of the people you are playing), along with a chatroom. None of the multiplayer Pongs that I came across had labels associated with the paddles (since none had an account creation system and hence no usernames), but one version did have a chatroom (which would have been fairly straightforward to implement and would be a nice feature. Unfortunately, we did not have enough time and it was not a functional requirement for us.) Another feature that other versions had was offline play; this would be possible to add to our game in single player mode, but since we wanted to focus on online multiplayer with your friends, being connected to the internet is necessary to play PolyPong.

In the larger domain described in Question 1, the intersection of gaming, distributed systems (real-time synchronization across geographically separate clients) and online social experiences, there are a number of existing solutions: Fortnite, Minecraft, Roblox, Animal Crossing, Club Penguin Rewritten, Facebook Horizon, online Monopoly, and many more. The majority of these titles would fall into the category of Massively Multiplayer Online (MMO) games. It is harder to make a direct comparison between our product, PolyPong, and these other solutions since they each address slightly different aspects of online social gaming distributed systems; also, the systems mentioned above have more resources and people attached to them and can, as a direct result, afford to implement some nifty features we did not have the resources to implement (both in terms of time and headcount). However, clear similarities can be made at once: all of these games maintain a real-time state of the game and do their best to make the state consistent across all clients. In fact, the largest difference between PolyPong and many of these MMO games, aside from game mechanics and graphics, is the scale of the game and the experience of the companies with making games of this scale. As discussed, PolyPong has elements of horizontal scalability built in, but since we are only running one server at the moment, if we wanted to scale our game we would need to add significant functionality in terms of load balancing across multiple servers. This is just one example of the features present in MMO games that PolyPong does not have. Since this was also the first team any of us had built a game which offers online multiplayer, we learnt many things along the way which would have been useful at the start of development. As you might imagine, some of these companies have made 5, or even 10 successful, well-played online multiplayer games (such as Epic Games, the development company behind Fortnite). We, as developers of PolyPong, are only beginning to scratch the surface of their wealth of experience and knowledge.

Discuss your solution. What design choices did you have to make? What were the alternatives you considered? How is your solution different from the existing ones?

First time building a web app

We discussed these choices as a group, but I had a vision for how the app would look/work/feel, while Arun had the knowledge of which technologies could actually bring such a vision to life

As a result, many of the design choices we made early on were made by Arun, since he had the most experience with web development

* Easy accessibility; easy to pick up and play
  + No download or installation required, reaches max amount of people in the browser
  + Alternative would be standard installation required
* Overall Architecture: Client-Server or Peer to Peer
  + Need to talk about separation of concerns: Off loading work from server to clients as much as possible
* Communication model: WebSockets (over WebRTC)
* In terms of the language chosen, frontend:
  + We chose TypeScript because it compiles to JS which runs in almost every browser and is fairly speedy
  + We went with TypeScript over pure JS for the static typechecking
  + We went with TS/JS over a WebAssembly compatible language(such as Rust or C++) because of simplicity and support
    - Simplicity because Rust/C++ require memory management; TS/JS are garbage collected – we don’t need the performance because our game is not tremendously intensive
    - Support: TS/JS have been around for longer, while WASM is relatively new (2018-present). WASM also does not have an abundance of documentation
* In terms of the language chosen, backend:
  + Also TypeScript for continuity between frontend and backend code
  + Consistency for simplest possible communication between frontend and backend
* In terms of framework on the frontend: Svelte (over React)
* In terms of framework on the backend: Deno w/Oak (over Node.js w/Express.js)
* In terms of hosting the frontend: Cloudflare Pages (free) over Github Pages (also free) or Netlify (also free)
* In terms of hosting the backend: Cybera (free) over Digital Ocean (paid) or Google Cloud Platform (paid)
  + We package the backend in a Docker container for easy deployment
  + Use Dockerfile so that we can easily reproduce the backend deployment over different hardware/OS configurations
* In terms of account sign up and log in: Considered email authentication (similar to Slack), decided to go with OAuth after meeting with the professor and discussing how the login flow would look as a team (want users to login without having to open their email every time); went with OAuth instead of our own username/password system because this is a hassle for the player to remember and a hassle for us to secure
* In terms of database: need simple and fast -> MongoDB over a RDBMS such as SQLite
* Game Features:
  + Fun -> Fun comes from progression/improvement and novelty -> XP/Skins/Leaderboard and Powerups
  + No money, no ads -> we dislike ads and would prefer not to make our game pay-to-play -> we have the time and luxury of not doing this for a living (otherwise we would need to monetize it somehow)
  + Theme: retro to pay homage to the original Pong
    - Simple color scheme
    - Blocky design (ex. “curved/bumpy paddles”, font choice)
    - Simple, very few options -> easy to pick up and play, not overwhelming with options
    - What was enticing about the old school arcade was simplicity – the technology to do all kinds of fancy stuff hadn’t arrived, so everybody could immediately understand what was going on – no hidden submenus or obscure references – everybody is included

Discuss the potential impact of your project on society and the environment. Identify all stakeholders and the project’s impact (positive or negative) on each of them. Reflect on any environmental impacts (e.g. Facebook’s carbon footprint could be argued to include both its own servers and the power consumed by devices connecting to it).

Describe your exact role in the project, the roles of each of your teammates, and how these roles overlapped. After reading this section, I should have a complete picture of what each team member did, and how these individual roles combined to complete the project.

Arun’s role in our project was incredibly significant. Without his knowledge and experience, PolyPong would not be what it is today. Arun did a tremendous amount of work, largely on the backend, in order to lay the foundation for our game. Since he had experience with building web apps before, he knew the different technologies we could use, as well as the benefits and drawbacks of each one. As a result, he was very crucial to getting our initial technologies chosen (both for frontend and backend) and the general framework of the app developed. Whenever we began to use a new framework, he would always be laying down some boilerplate code which demonstrated how we could use the new framework. Arun’s deep understanding of the many different options we had was essential to our team before the project had even begun.

Once we began to develop our app, Arun’s role only grew in significance. He was responsible for authentication (using Auth0, getting it set up to work, authenticating JSON web tokens on the backend), for getting our server sent up to receive messages and respond accordingly, for being able to broadcast from the server to all connected clients, for the 2-level lobby structure of our backend, and for getting WebSockets set up on the frontend so that the frontend can communicate with the backend. He also worked heavily with our database, getting it set up and writing a majority of the functions which got data from or added data to our database. He also did a majority of our tests, writing all of the tests except for the eleven tests involving the powerups. Finally, Arun made PolyPong accessible for the world to play by registering polypong.ca as our domain, administering DNS records, deploying the frontend to Cloudflare pages, writing Dockerfiles, bundling our app into a Docker container, and deploying the backend to Cybera. Arun’s contribution to PolyPong cannot be understated and he was an incredibly important member of our team.

Josh’s main contribution was working on our synchronization algorithm (the “Dead Recknoning” algorithm). In essence, each client extrapolates the behaviour of other clients and tries to predict what they will do. When an update is issued by the server, the clients

My Role:

* First time building a web app
* Technologies I had never used before: HTML, CSS, JS/TS, Canvas, Svelte, Deno, WebSockets, Docker, etc.
* An excellent learning opportunity
* My main role was to design PolyPong, build the game and add powerups
* In the early weeks (February) I worked on initial mockups for how our game would look and feel so that I could learn HTML, CSS and some JS (roughly 1000 lines of code)
  + Started to work on these so we could get an idea of what functional and nonfunctional requirements we would need to implement (this was before we had submitted our SRS)
  + These mockups demonstrated what the lobby would like, what powerup selection would look like, what leaderboards would like – they captured an initial (if non-functional) version of our game and provided a framework for us to build on
  + These mockups ended up being what our app looks like today
* Worked with Arun and Josh to complete our SRS and our preliminary design plan (any and all documentation)
* Once documentation was done, my focus switched to learning the canvas:
  + Starting with drawing simple lines, then connecting them to form polygons (our game board)
  + Then, working on drawing paddles (one line per side), I worked on creating a simple algorithm for drawing paddles that required us to only keep track of one number (the x-value) per paddle (to minimize the amount of information that needs to be sent between clients and the server)
  + Then, I added the gameLoop(), which allowed us to move the bottom paddle across the screen using the arrow keys (updating state on arrow key press/release) and drawing the updated state in the render() loop
  + Once a polygon and paddles were drawn and the paddles could be moved, I added a ball that did basic paddle collision detection, then added the ability for us to detect when the ball was out of bounds for the current player (and hence the current player had lost)
  + So far, none of this work interacted with the server in any way, so only the paddle at the bottom of the screen was non-static (you could move it left and right, and it did collision and game over detection). Because each client was responsible for handling its own state and then updating the server whenever its state changes, this was the foundation for our game client-side.
  + In fact, because of how the code was designed, often adding powerups would only require 5-10 lines of code client-side (for example, for invisible ball, we would just be wrapping the drawBall() function in an if statement which checked to see whether or not the ball should be visible)
  + At this point, we now had a relatively robust and easy to understand game architecture
  + Now it was time to work with my group members to broadcast messages to the other clients so that when the ball or a paddle moved on one client, that was reflected across all clients
* With the core game elements done client-side, I then worked with Arun to get a ball moving across the screen consistently across all clients, and to get paddles moving consistently across all clients
  + We laid the foundation for the message-passing going on over WebSockets between the clients and the server and for keeping the state of the game consistent across the server and all clients
  + Arun and I worked together on this because he had already done a ton of work on the backend to make this all possible, and I understood the drawings and rotations going on in the canvas, so we were able to get this done quickly
* Once we had a functional game consistent across all clients, Arun then worked on adding a lobby system for getting an initial game started
* Once we had an initial game started, we needed to restart games on player elimination
  + This became my focus for two or three days and is when I started to become more comfortable with the backend code and how it works
  + I touched a significant amount of both the frontend and the backend code getting games to restart without the eliminated player
* Now that games were restarting, we needed a way of giving players a quick break from the action, so I implemented an animated countdown (the 3-2-1 you see in orange while playing)
* Around this point, Arun and I began to notice that we had some race conditions in our game where one client would overwrite another client’s update with old information, causing paddles to not move properly across the screen
  + Working with Josh, all three of us pair programmed to try and fix the problem
  + Josh worked on it for a few days while pair programming with Arun and I, implementing the Dead Reckoning algorithm for synchronization across the different clients, allowing each client to smooth out paddle and ball movement
* I also worked on implementing the powerups
  + I implemented 10 powerups client-side on my own (Bigger, Smaller, Bumpy, Curved Inwards, Curved Outwards, Self Invisible Paddle, Others Invisible Paddle, Invisible Ball, Distracting Background and Trace Ball Path) and pair programmed with Arun to fix powerup synchronization bugs for three of the different powerups (Smaller, Others Invisible Paddle, and distracting background)
  + Josh wrote the initial code for the Add Ball, and pair programmed with Arun and I to complete the ‘Add Ball’ powerup
* Finally, I worked with Arun on the leaderboard and skin selection/displaying skins in-game
* Analogy for our roles: if we were building a skyscraper, Arun laid the foundation for the skyscraper to be built (the below ground work which is not as visible but without it, the entire skyscraper falls down/game cannot exist), while I worked on designing and building the skyscraper/game, both the internals and the external appearance

Provide a printout of the history changes made in your version-control system (CVS history -e), or the equivalent in your version-control system), and provide a narrative of these changes (you don’t have to explain every single commit or checkout, but you do have to explain how the development of your system proceeded, and how this is reflected in the version control system). Note that this should also include the test plan and test suite documents/code.

Provide a summary report from the defect tracker. Ata a minimum, this should present the number of bugs opened and closed for each severity level, on a week-by-week basis. All corrective changes should be cross-referenced with patches (updates) in your version-control system (note, however that you do NOT have to provide diffs of the updates). Hint: this process is much easier if the version-control and defect-tracking systems are integrated or at least directly communicate. Doing this manually (as you must in CVS / Bugzilla) is time-consuming and unreliable on large projects.
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Notes for Questions:

Q1:

A couple of different lenses the problem domain can be viewed through:

* As a distributed system
* Real time synchronization across geographically disparate clients
* Gaming – provide joy

Distributed Systems

Real time synchronization across geographically disparate clients

Gaming – provide joy

Q2: